**Boost Your ML skills with XGBoost**

Introduction :

In this blog we will discuss one of the Popular Boosting Ensemble algorithm called XGBoost.

XGBoost is the most popular machine learning algorithm these days. Regardless of the data type (regression or classification), it is well known to provide better solutions than other ML algorithms.

Extreme Gradient Boosting (xgboost) is similar to gradient boosting framework but more efficient. It has both linear model solver and tree learning algorithms. So, what makes it fast is its capacity to do parallel computation on a single machine.

This makes xgboost at least 10 times faster than existing gradient boosting implementations. It supports various objective functions, including regression, classification and ranking.

Since it is very high in predictive power but relatively slow with implementation, “xgboost” becomes an ideal fit for many competitions. It also has additional features for doing cross validation and finding important variables.

### **Idea of boosting**

Let's start with intuitive definition of the concept:

**Boosting** (*Freud and Shapire, 1996*) - algorithm allowing to fit **many** weak classifiers to **reweighted** versions of the training data. Classify final examples by majority voting.

When using boosting techinque all instance in dataset are assigned a score that tells *how difficult to classify* they are. In each following iteration the algorithm pays more attention (assign bigger weights) to instances that were wrongly classified previously.
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In the first iteration all instance weights are equal.

Ensemble parameters are optimized in **stagewise way** which means that we are calculating optimal parameters for the next classifier holding fixed what was already calculated. This might sound like a limitation but turns out it's a very resonable way of regularizing the model.

#### **Pro's**

* computational scalability,
* handling missing values,
* robust to outliers,
* does not require feature scalling,
* can deal with irrelevant inputs,
* interpretable (if small),
* can handle mixed predictors (quantitive and qualitative)

#### **Con's**

* can't extract linear combination of features
* small predictive power (high variance)

Boosting techinque can try to reduce the variance by **averaging** many **different** trees (where each one is solving the same problem)

### **How XGBoost helps [¶](http://localhost:8889/notebooks/Day5-XGboost-KNN-NB/Xgboost.ipynb#How-XGBoost-helps-)**

The problem with most tree packages is that they don't take regularization issues very seriously - they allow to grow many very similar trees that can be also sometimes quite bushy.

GBT tries to approach this problem by adding some regularization parameters. We can:

* control tree structure (maximum depth, minimum samples per leaf),
* control learning rate (shrinkage),
* reduce variance by introducing randomness (stochastic gradient boosting - using random subsamples of instances and features)

But it could be improved even further. Enter XGBoost.

**XGBoost** (*extreme gradient boosting*) is a **more regularized** version of Gradient Boosted Trees.

It was develop by Tianqi Chen in C++ but also enables interfaces for Python, R, Julia.

The main advantages:

* good bias-variance (simple-predictive) trade-off "out of the box",
* great computation speed,
* package is evolving (author is willing to accept many PR from community)

XGBoost's objective function is a sum of a specific loss function evaluated over all predictions and a sum of regularization term for all predictors (KK trees).

Mathematically, it can be represented as :

![](data:image/png;base64,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)

XGBoost handles only numeric variables.

**Problem Statement :**

To build a simple boosting classification model called XGBoost , for predicting the quality of the car given few of other car attributes.

**Data details**

|  |
| --- |
| ========================================== 1. Title: Car Evaluation Database  ==========================================  The dataset is available at “<http://archive.ics.uci.edu/ml/datasets/Car+Evaluation>”  2. Sources:  (a) Creator: Marko Bohanec  (b) Donors: Marko Bohanec (marko.bohanec@ijs.si)  Blaz Zupan (blaz.zupan@ijs.si)  (c) Date: June, 1997  3. Past Usage:   The hierarchical decision model, from which this dataset is  derived, was first presented in    M. Bohanec and V. Rajkovic: Knowledge acquisition and explanation for  multi-attribute decision making. In 8th Intl Workshop on Expert  Systems and their Applications, Avignon, France. pages 59-78, 1988.   Within machine-learning, this dataset was used for the evaluation  of HINT (Hierarchy INduction Tool), which was proved to be able to  completely reconstruct the original hierarchical model. This,  together with a comparison with C4.5, is presented in   B. Zupan, M. Bohanec, I. Bratko, J. Demsar: Machine learning by  function decomposition. ICML-97, Nashville, TN. 1997 (to appear)  4. Relevant Information Paragraph:   Car Evaluation Database was derived from a simple hierarchical  decision model originally developed for the demonstration of DEX  (M. Bohanec, V. Rajkovic: Expert system for decision  making. Sistemica 1(1), pp. 145-157, 1990.). The model evaluates  cars according to the following concept structure:   CAR car acceptability  . PRICE overall price  . . buying buying price  . . maint price of the maintenance  . TECH technical characteristics  . . COMFORT comfort  . . . doors number of doors  . . . persons capacity in terms of persons to carry  . . . lug\_boot the size of luggage boot  . . safety estimated safety of the car   Input attributes are printed in lowercase. Besides the target  concept (CAR), the model includes three intermediate concepts:  PRICE, TECH, COMFORT. Every concept is in the original model  related to its lower level descendants by a set of examples (for  these examples sets see<http://www-ai.ijs.si/BlazZupan/car.html).>   The Car Evaluation Database contains examples with the structural  information removed, i.e., directly relates CAR to the six input  attributes: buying, maint, doors, persons, lug\_boot, safety.   Because of known underlying concept structure, this database may be  particularly useful for testing constructive induction and  structure discovery methods.  5. Number of Instances: 1728  (instances completely cover the attribute space)  6. Number of Attributes: 6  7. Attribute Values:   buying v-high, high, med, low  maint v-high, high, med, low  doors 2, 3, 4, 5-more  persons 2, 4, more  lug\_boot small, med, big  safety low, med, high  8. Missing Attribute Values: none  9. Class Distribution (number of instances per class)   class N N[%]  -----------------------------  unacc 1210 (70.023 %)   acc 384 (22.222 %)   good 69 ( 3.993 %)   v-good 65 ( 3.762 %) |

Tools to be used :

Numpy,pandas,scikit-learn

**Python Implementation with code :**

**Import necessary libraries**

Import the necessary modules from specific libraries.

|  |
| --- |
| import os  import numpy as np, pandas as pd  import matplotlib.pyplot as plt  from sklearn import metrics, model\_selection  from xgboost.sklearn import XGBClassifier |

**Load the data set**

Use pandas module to read the bike data from the file system. Check few records of the dataset.

|  |
| --- |
| data = pd.read\_csv('data/car\_quality/car.data',names=['buying','maint','doors','persons','lug\_boot','safety','class'])  data.head()  buying maint doors persons lug\_boot safety class  0 vhigh vhigh 2 2 small low unacc  1 vhigh vhigh 2 2 small med unacc  2 vhigh vhigh 2 2 small high unacc  3 vhigh vhigh 2 2 med low unacc  4 vhigh vhigh 2 2 med med unacc |

**Check few information about the data set**

|  |
| --- |
| data.info()  <class 'pandas.core.frame.DataFrame'> RangeIndex: 1728 entries, 0 to 1727 Data columns (total 7 columns): buying 1728 non-null object maint 1728 non-null object doors 1728 non-null object persons 1728 non-null object lug\_boot 1728 non-null object safety 1728 non-null object class 1728 non-null object dtypes: object(7) memory usage: 94.6+ KB |

The train data set has 1728 rows and 7 columns.

There are no missing values in the dataset

**Identify the target variable**

|  |
| --- |
| data['class'],class\_names = pd.factorize(data['class']) |

The target variable is marked as class in the dataframe. The values are present in string format. However the algorithm requires the variables to be coded into its equivalent integer codes. We can convert the string categorical values into a integer code using factorize method of the pandas library.

Let’s check the encoded values now.

|  |
| --- |
| print(class\_names)  print(data['class'].unique())  Index([u'unacc', u'acc', u'vgood', u'good'], dtype='object') [0 1 2 3] |

As we can see the values has been encoded into 4 different numeric labels.

**Identify the predictor variables and encode any string variables to equivalent integer codes**

|  |
| --- |
| data['buying'],\_ = pd.factorize(data['buying'])  data['maint'],\_ = pd.factorize(data['maint'])  data['doors'],\_ = pd.factorize(data['doors'])  data['persons'],\_ = pd.factorize(data['persons'])  data['lug\_boot'],\_ = pd.factorize(data['lug\_boot'])  data['safety'],\_ = pd.factorize(data['safety'])  data.head()  buying maint doors persons lug\_boot safety class  0 0 0 0 0 0 0 0  1 0 0 0 0 0 1 0  2 0 0 0 0 0 2 0  3 0 0 0 0 1 0 0  4 0 0 0 0 1 1 0 |

Check the data types now :

|  |
| --- |
| data.info()  <class 'pandas.core.frame.DataFrame'> RangeIndex: 1728 entries, 0 to 1727 Data columns (total 7 columns): buying 1728 non-null int64 maint 1728 non-null int64 doors 1728 non-null int64 persons 1728 non-null int64 lug\_boot 1728 non-null int64 safety 1728 non-null int64 class 1728 non-null int64 dtypes: int64(7) memory usage: 94.6 KB |

Everything is now converted in integer form.

**Select the predictor feature and select the target variable**

|  |
| --- |
| X = data.iloc[:,:-1]  y = data.iloc[:,-1] |

**Train test split :**

|  |
| --- |
| # split data randomly into 70% training and 30% test  X\_train, X\_test, y\_train, y\_test = model\_selection.train\_test\_split(X, y, test\_size=0.3, random\_state=123) |

**Training / model fitting**

|  |
| --- |
| params = {  'objective': 'binary:logistic',  'max\_depth': 2,  'learning\_rate': 1.0,  'silent': 1.0,  'n\_estimators': 5  }  model = XGBClassifier(\*\*params).fit(X\_train, y\_train) |

**Model parameters study :**

|  |
| --- |
| # use the model to make predictions with the test data  y\_pred = model.predict(X\_test)  # how did our model perform?  count\_misclassified = (y\_test != y\_pred).sum()  print('Misclassified samples: {}'.format(count\_misclassified))  accuracy = metrics.accuracy\_score(y\_test, y\_pred)  print('Accuracy: {:.2f}'.format(accuracy))  Misclassified samples: 58 Accuracy: 0.89 |

The model actually has a 89% accuracy score,Not bad at all. There you have it. That’s how to implement your first xgboost model with scikit-learn. Load your favorite data set and give it a try!

Algo Advantages :

**Parallel Computing:** It is enabled with parallel processing (using OpenMP); i.e., when you run xgboost, by default, it would use all the cores of your laptop/machine.

**Regularization**: I believe this is the biggest advantage of xgboost. GBM has no provision for regularization. Regularization is a technique used to avoid overfitting in linear and tree-based models.

**Enabled Cross Validation**: In R, we usually use external packages such as caret and mlr to obtain CV results. But, xgboost is enabled with internal CV function (we'll see below).

**Missing Values**: XGBoost is designed to handle missing values internally. The missing values are treated in such a manner that if there exists any trend in missing values, it is captured by the model.

**Flexibility**: In addition to regression, classification, and ranking problems, it supports user-defined objective functions also. An objective function is used to measure the performance of the model given a certain set of parameters. Furthermore, it supports user defined evaluation metrics as well.

**Availability**: Currently, it is available for programming languages such as R, Python, Java, Julia, and Scala.

**Save and Reload:** XGBoost gives us a feature to save our data matrix and model and reload it later. Suppose, we have a large data set, we can simply save the model and use it in future instead of wasting time redoing the computation.

**Tree Pruning**: Unlike GBM, where tree pruning stops once a negative loss is encountered, XGBoost grows the tree upto max\_depth and then prune backward until the improvement in loss function is below a threshold.